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# EXPERIME NT NO. 3

**CO/LO:** Choose appropriate data structure and use it to design algorithm for solving a specific problem

**AIM / OBJECTIVE:** To implement various operations on Binomial Heap.

# DESCRIPTION OF EXPERIMENT:

# Properties of Binomial Heap:

# Collection of Binomial Trees: A heap is made of binomial trees, with each tree structured recursively.

# Heap Property: Each tree obeys the min-heap property, with the smallest key at the root.

# Logarithmic Merging: Merging two heaps takes O(logn) by combining trees of the same order.

# Find Min: Locating the minimum element takes O(logn)) by scanning root nodes.

# Delete Min: Deleting the minimum element and restructuring takes O(logn)

**TECHNOLOGY STACK USED: C, C++, JAVA**

**SOURCE CODE:**

import java.io.\*;

class BinomialHeapNode {

    int key, degree;

    BinomialHeapNode parent;

    BinomialHeapNode sibling;

    BinomialHeapNode child;

    public BinomialHeapNode(int k)

    {

        key = k;

        degree = 0;

        parent = null;

        sibling = null;

        child = null;

    }

    public BinomialHeapNode reverse(BinomialHeapNode sibl)

    {

        BinomialHeapNode ret;

        if (sibling != null)

            ret = sibling.reverse(this);

        else

            ret = this;

        sibling = sibl;

        return ret;

    }

    public BinomialHeapNode findMinNode()

    {

        BinomialHeapNode x = this, y = this;

        int min = x.key;

        while (x != null) {

            if (x.key < min) {

                y = x;

                min = x.key;

            }

            x = x.sibling;

        }

        return y;

    }

    public BinomialHeapNode findANodeWithKey(int value)

    {

        BinomialHeapNode temp = this, node = null;

        while (temp != null) {

            if (temp.key == value) {

                node = temp;

                break;

            }

            if (temp.child == null)

                temp = temp.sibling;

            else {

                node = temp.child.findANodeWithKey(value);

                if (node == null)

                    temp = temp.sibling;

                else

                    break;

            }

        }

        return node;

    }

    public int getSize()

    {

        return (

            1 + ((child == null) ? 0 : child.getSize())

            + ((sibling == null) ? 0 : sibling.getSize()));

    }

}

class BinomialHeap {

    private BinomialHeapNode Nodes;

    private int size;

    public BinomialHeap()

    {

        Nodes = null;

        size = 0;

    }

    public boolean isEmpty() { return Nodes == null; }

    public int getSize() { return size; }

    public void makeEmpty()

    {

        Nodes = null;

        size = 0;

    }

    public void insert(int value)

    {

        if (value > 0) {

            BinomialHeapNode temp

                = new BinomialHeapNode(value);

            if (Nodes == null) {

                Nodes = temp;

                size = 1;

            }

            else {

                unionNodes(temp);

                size++;

            }

        }

    }

    private void merge(BinomialHeapNode binHeap)

    {

        BinomialHeapNode temp1 = Nodes, temp2 = binHeap;

        while ((temp1 != null) && (temp2 != null)) {

            if (temp1.degree == temp2.degree) {

                BinomialHeapNode tmp = temp2;

                temp2 = temp2.sibling;

                tmp.sibling = temp1.sibling;

                temp1.sibling = tmp;

                temp1 = tmp.sibling;

            }

            else {

                if (temp1.degree < temp2.degree) {

                    if ((temp1.sibling == null)

                        || (temp1.sibling.degree

                            > temp2.degree)) {

                        BinomialHeapNode tmp = temp2;

                        temp2 = temp2.sibling;

                        tmp.sibling = temp1.sibling;

                        temp1.sibling = tmp;

                        temp1 = tmp.sibling;

                    }

                    else {

                        temp1 = temp1.sibling;

                    }

                }

                else {

                    BinomialHeapNode tmp = temp1;

                    temp1 = temp2;

                    temp2 = temp2.sibling;

                    temp1.sibling = tmp;

                    if (tmp == Nodes) {

                        Nodes = temp1;

                    }

                    else {

                    }

                }

            }

        }

        if (temp1 == null) {

            temp1 = Nodes;

            while (temp1.sibling != null) {

                temp1 = temp1.sibling;

            }

            temp1.sibling = temp2;

        }

        else {

        }

    }

    private void unionNodes(BinomialHeapNode binHeap)

    {

        merge(binHeap);

        BinomialHeapNode prevTemp = null, temp = Nodes,

                        nextTemp = Nodes.sibling;

        while (nextTemp != null) {

            if ((temp.degree != nextTemp.degree)

                || ((nextTemp.sibling != null)

                    && (nextTemp.sibling.degree

                        == temp.degree))) {

                prevTemp = temp;

                temp = nextTemp;

            }

            else {

                if (temp.key <= nextTemp.key) {

                    temp.sibling = nextTemp.sibling;

                    nextTemp.parent = temp;

                    nextTemp.sibling = temp.child;

                    temp.child = nextTemp;

                    temp.degree++;

                }

                else {

                    if (prevTemp == null) {

                        Nodes = nextTemp;

                    }

                    else {

                        prevTemp.sibling = nextTemp;

                    }

                    temp.parent = nextTemp;

                    temp.sibling = nextTemp.child;

                    nextTemp.child = temp;

                    nextTemp.degree++;

                    temp = nextTemp;

                }

            }

            nextTemp = temp.sibling;

        }

    }

    public int findMinimum()

    {

        return Nodes.findMinNode().key;

    }

    public void delete(int value)

    {

        if ((Nodes != null)

            && (Nodes.findANodeWithKey(value) != null)) {

            decreaseKeyValue(value, findMinimum() - 1);

            extractMin();

        }

    }

    public void decreaseKeyValue(int old\_value,

                                int new\_value)

    {

        BinomialHeapNode temp

            = Nodes.findANodeWithKey(old\_value);

        if (temp == null)

            return;

        temp.key = new\_value;

        BinomialHeapNode tempParent = temp.parent;

        while ((tempParent != null)

            && (temp.key < tempParent.key)) {

            int z = temp.key;

            temp.key = tempParent.key;

            tempParent.key = z;

            temp = tempParent;

            tempParent = tempParent.parent;

        }

    }

    public int extractMin()

    {

        if (Nodes == null)

            return -1;

        BinomialHeapNode temp = Nodes, prevTemp = null;

        BinomialHeapNode minNode = Nodes.findMinNode();

        while (temp.key != minNode.key) {

            prevTemp = temp;

            temp = temp.sibling;

        }

        if (prevTemp == null) {

            Nodes = temp.sibling;

        }

        else {

            prevTemp.sibling = temp.sibling;

        }

        temp = temp.child;

        BinomialHeapNode fakeNode = temp;

        while (temp != null) {

            temp.parent = null;

            temp = temp.sibling;

        }

        if ((Nodes == null) && (fakeNode == null)) {

            size = 0;

        }

        else {

            if ((Nodes == null) && (fakeNode != null)) {

                Nodes = fakeNode.reverse(null);

                size = Nodes.getSize();

            }

            else {

                if ((Nodes != null) && (fakeNode == null)) {

                    size = Nodes.getSize();

                }

                else {

                    unionNodes(fakeNode.reverse(null));

                    size = Nodes.getSize();

                }

            }

        }

        return minNode.key;

    }

    public void displayHeap()

    {

        System.out.print("\nHeap : ");

        displayHeap(Nodes);

        System.out.println("\n");

    }

    private void displayHeap(BinomialHeapNode r)

    {

        if (r != null) {

            displayHeap(r.child);

            System.out.print(r.key + " ");

            displayHeap(r.sibling);

        }

    }

}

public class GFG {

    public static void main(String[] args)

    {

        BinomialHeap binHeap = new BinomialHeap();

        binHeap.insert(12);

        binHeap.insert(8);

        binHeap.insert(5);

        binHeap.insert(15);

        binHeap.insert(7);

        binHeap.insert(2);

        binHeap.insert(9);

        System.out.println("Size of the binomial heap is "

                        + binHeap.getSize());

        binHeap.displayHeap();

        binHeap.delete(15);

        binHeap.delete(8);

        System.out.println("Size of the binomial heap is "

                        + binHeap.getSize());

        binHeap.displayHeap();

        binHeap.makeEmpty();

        System.out.println(binHeap.isEmpty());

    }

}

**OUTPUT:**

**![](data:image/png;base64,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)**

**CONCLUSION:** In this experiment we understood the implementation of binomial heap.
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